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Abstract – The IoT could control the devices that need a 
high current voltage to operate. The voltage control here 
means that the IoT could give the command to turn on and 
turn off the electric current by using a relay module. One of 
the devices that are most frequently used in many research 
projects is Node MCU ESP8266 and Node MCU ESP32. 
Those microcontrollers work with the maximum supply is 
3.3-volt direct current (DC). On the other hand, the relay 
module commonly needs a voltage supply of 5-volt DC and 
the relay needs to be controlled by a single transistor to 
make a trig on. The relay will be active when the transistor’s 
basis pin is grounded into the ground, so the relay will get the 
current flow. However, the relay module which is controlled 
using Node MCU could not work properly, caused Node 
MCU only provides the digital out is 3-volt maximum from 
its digital Input Output pins (I/O). Meanwhile, the driver 
relay based on a single transistor needs a bias input amount 
of 5 volts to make the relay module active well. If the bias 
voltage doesn’t reach 5 volts or just 3.3 volts will make 
the relay can’t switch on properly which can result in bad 
contact. To overcome that problem this research proposed 
the driver relay based on Arduino UNO. The novel of this 
research is adding the Arduino UNO module between Node 
MCU and the relay module which has task to bridge the 
voltage difference between the output digital output ESP that 
only maximum 3.3 volt converted by Arduino to be digital 
output which can reach the voltage of 5 volt. The Arduino 
JSON library was also involved to wrap the commands that 
produced by Node MCU then deserialized on Arduino to 
parse and convert to be digital output to control the relay 
module.

Keywords:  Relay Module; Arduino UNO; Node MCU; 
                      Arduino JSON  

I. INTRODUCTION

The Internet of Things (IoT) concept has been 
being an important key to supporting the digitalization 
of smart-era technology (Nižetić et al., 2020). With the 
implementation of IoT architecture, various electronic 
hardware and systems software like physical devices, home 
appliances, and other embedded systems that equipped with 
sensor, network architecture, can communicate each other 
to share and exchange information data (Ivanov et al., 2021)
(Zheng et al., 2021). The IoT allows for the seamless flow 
of information between devices and enables the automation 
of various processes, with the aim to increase efficiency 
and improve daily life experiences. IoT is a framework 
that could read the surrounding condition i.e., temperature, 
humidity, lighting, etc. that are assisted by sensors (Ding 
et al., 2020). The result of the reading sensor then can be 
monitored by people anywhere (Rahman et al., 2020). 
People also have the capability to control the environment 
through their gadgets or other mobile technology (Xu et al., 
2020)(Shen et al., 2021). One of the existing components 
in IoT framework that was used as couple between the low 
current control to high current voltage control was relay 
module. A relay module has several roles, i.e., to control 
the high-voltage supply or high-current that flows on device 
target-controlled (Parab & Prajapati, 2019).

Relay designed to isolate the low current electricity 
area from that connected to microcontroller with high 
current electricity or hot area that was used to supply other 
electronic devices. Relay works mechanically. Although 
the relay separates the control area between low voltage 
or current with high voltage, the relay still needs a driver 
component for a bridge between the core of the source 
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signal with the low voltage area. The relay still needs an 
additional driver component coupled between the digital 
output pin of the microcontroller to the relay. The driver 
relay model is needed because to activate the relay module, 
the relay’s pin can’t connect directly to the microcontroller 
because can damage the microcontroller because of the high 
current flowing into the microcontroller’s pin. 

The driver relay can be a single transistor, optocoupler 
or integrated circuits (IC) (Uguru-Okorie et al., 2022). The 
relay module that still uses a single transistor to drive the 
relay switch is known to have a deficiency in activating 
the relay. The bias voltage must be 5 volts. Whereas the 
digital output of Node MCU ESP32 maximum is 3 volts. 
The digital output of Node MCU ESP32 that only produces 
3 volts to trigger the relay’s driver makes the relay can’t 
activate properly. The example of the relay module with a 
single transistor as a driver can be seen in Figure 2 and for 
the detail of schematic diagram relay’s module from Figure 
2  can be seen in Figure 3. 

To overcome the problems related to the gaps in 
voltage between Node MCU’s output that only can trigger 
3 volts with the relay module that needs 5 volts for input 
trigger, this study aims to propose a relay’s driver module 
that consists of Hardware based on Arduino UNO and 
software that involved a JSON Arduino library. The intent 
of using Arduino UNO as a liaison between Node MCU 
ESP32 and with relay module is to separate the task and 
to change the digital output from Node MCU ESP32 
originally only 3 volts to 5 volts. So, it can be said the Node 
MCU ESP32 focuses on computing other task programs or 
other advanced processing, and the Arduino UNO is used to 
control the driver relay. All the command output from Node 
MCU ESP32 is wrapped in JSON format and then delivered 
to the Arduino UNO through serial communication. The 
Arduino UNO then does the process of deserializing the 
incoming command that is sent from Node MCU ESP32 
to be converted as a digital output command to control the 
relay module.

Research about home automation for controlling 
devices remotely or wirelessly to help elderly people, 
disabled people, and for efficiency of time has been 
conducted Amoran et al (Amoran et al., 2021). The home 
automation system that has been proposed in the last study 
can be controlled by the smartphone to turn on and off the 
lamps. The control of lamps was done by a relay module. 
The relay module that has been proposed is equipped with 
Darlington IC ULN2003A as the driver module.  A changed 
manual switch with a relay module has also been conducted 
by Perkasa et al (Perkasa et al., 2021)(Hermanu et al., 2022)
(Hassan et al., 2022), where the implementation of the 
system is to make the switch room can operate on or off 
automatically. The controlling switch using a relay also has 
been done by Sun et al (Sun et al., 2021) where their research 
aimed to minimize the spark that arises when switching in 
mode on or off with paralyzed relay and MOSFET together. 
The research on the implementation of relays for circuit 
breakers has been done by Siu et al (Siu et al., 2020) where 
the relay is used to control the direct current in a microgrid 
system.

Although there are many studies that proposed a 
specific component associated with Node MCU ESP32, 
especially that used for separating between low voltage 
with high voltage areas, the fact found that the research 
focuses to connect 5 volts of relay module with a single 
driver transistor to Node MCU ESP32 is still limited. It’s 
because the power supply to work is different between the 
relay module and Node MCU ESP32 will result in the relay 
can’t working properly when the relay module is triggered 
to activate. 

On the previous research to overcome the voltage’s 
gap between output Node MCU with relay module, the 
utilization of relay module which has the same working 
voltage with the Node MCU which is 3 volts has been 
proposed by El-Sayed et al (El-Sayed et al., 2021). Inspired 
by the several pieces of literature mentioned before in this 
session, this research tries to keep using a relay module with 
a voltage of 5 volts using the adding Arduino UNO module 
as an additional driver, on the relay module.

II. METHODS

Node MCU ESP32-The Node MCU ESP32 is a 
device microcontroller known to be used in many IoT 
projects. This microcontroller has also been equipped 
with 2.4 GHz Wi-Fi and Bluetooth standard wireless 
communication. For example, the Node MCU ESP32 was 
used in the temperature and monitoring project proposed 
by Yahya et al (Yahya et al., 2020). Project related to 
the monitoring of air quality in mesh protocol network 
topology that has been conducted by Khan et al was also 
utilize the Node MCU ESP32 (Khan et al., 2022). The 
detailed specification for wireless communication in 
Node MCU ESP32 is the Wi-Fi standard 802.11 n with a 
maximum bandwidth of 150 Mbps attached. The Bluetooth 
specification used is the Bluetooth low energy (BLE) 
version 4.2 controller, with a maximum transmission power 
for Bluetooth of +10 dBm. The sensitivity for the Bluetooth 
receiver was -98 dBm.

Arduino JSON-JavaScript Object Notation that 
abbreviated from JSON is known as a lightweight document 
format for expressing the nature of data (Bourhis et al., 
2020). The JSON format consists of a key and value pair 
(Liu et al., 2020), where the key is typed in the left part and 
the value is typed in the right part (see Figure 1). Figure 1 
is the example of JSON document which contains 4 keys 
there are relay1, relay2, relay3, and relay 4, and on every 
key paired with value. For example, key of relay1 assigned 
with the value 1, relay2 assigned with value of 2 etc.

Figure 1. The example representation of the JSON format

Where the key refers to the name of the variable 
and the value data can be a string, number, array, object, 
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etc. (Mironov et al., 2020)(Lee et al., 2021). Arduino 
JSON is a library that can be used to connect and exchange 
information data from the microcontroller to web service 
or between other microcontroller boards through serial 
protocol communication (Blanchon, n.d.). The Arduino 
JSON library is a third-party library and must be manually 
installed. Arduino JSON could wrap multiple keys or 
variables and values together, which is called the operation 
of serialization. On the opposite side the reverse operation 
is used to extract information from the JSON format that 
is known as deserializing JSON. Arduino JSON really 
works on low-resource computation because this library 
just needs less room of Random Access Memory (RAM) 
and less central processing unit (CPU) cycles like small 
microcontrollers like Arduino or other edge devices that 
support wireless technology like ESP8266, ESP32, and so 
on. Arduino JSON library can also be used for multipurpose 
programming that can be implemented on the personal 
computer (PC) with different types of operating systems 
like Linux, MacOS, and Windows.

Relay-As shown in Figure 2, this is an example 
of the 1-channel relay card. The module operates at a 
low level of 5-volt direct current (VDC). The relay can 
be used to switch electricity with a maximum voltage of 
250 volts alternating current (VAC) 10 amperes (A). if the 
amperage is higher that 10 A for example up to 15A, then 
the maximum voltage that allowed to flow through the relay 
is 125 VAC maximum. The relay module shown in Figure 
2 can also be used as a pair of switches for direct current 
with a maximum current of 10A for 30 VDC. To control this 
relay, an operating voltage of 5 VDC with a current of 15-20 
milliamperes (mA) is required.

Figure 2. An example of low level 5V relay with a single driver NPN 
transistor.

Figure 3. Schematic of a low-level 5-volt relay from Figure 2 that 
simplified for the principle.

Figure 3 is a schematic diagram of Figure 2. The 
relay module, shown as RELAY 1 in Figure 3, is equipped 
with a negative-positive-negative (NPN) transistor, that is 
written with code as T1. The single-channel relay module 
is fitted with 3-pin connectors. The connector pins are 
normally closed (NC), common (C), and normally open 
(NO). The word “normally” means that if T1 is not biased, 
the C pin on the relay will be connected to the NC pin on 
the relay. Otherwise, if the base pin on T1 is biased, the 
collector and emitter of T1 will conduct and make RELAY1 

active, so the C pin of the relay will be connected to the NO 
pin of the relay.

To control the relay module, the Node MCU ESP32 
is connected directly to the relay module because the relay 
will being weak mechanically to make contact between the 
common (C) relay pin and the normally open (NO) relay 
pin. The weak state of the relay contact is caused by the fact 
that the 5V supply to the relay is insufficient to power it. 
Insufficient current electricity to activate a relay is caused 
by the pin base driver transistor, which controls the relay, 
only receiving a maximum of 3 volts bias.

The base pin driver transistor is connected to the 
Node MCU ESP32. The digital output of the Node MCU 
ESP32 is 3 volts at high output conditions, which is 
insufficient to drive the bias transistor on the relay module. 
Figure 4 is a general description of the proposed method to 
overcome the gap bias electricity between the digital output 
of Node MCU ESP32 with the relay module that requires a 
5 volt as bias input.

Figure 4. The diagram of the proposed method overall, where the Node 
MCU ESP32 does not control the relay directly, but instead through 

Arduino UNO which stands for relays driver.

As shown in Figure 4, the Node MCU ESP32 is 
connected to the Arduino UNO via the serial protocol using 
a pair of cables. The serial protocol consists of digital pin 
5 of the ESP32, which acts as a distributor serial data (Tx) 
pin, connected to digital pin 2 of the Arduino UNO, which 
acts as a recipient serial data (Rx) pin. Arduino pin 3 acts 
as the Tx pin connected to the Node MCU ESP32 on digital 
pin D4 as the Rx pin. This method also uses serial JSON 
library to encapsulate the command from ESP32 sent to 
Arduino UNO. After the JSON data is received by Arduino 
UNO, the JSON is deserialized and extracted to obtain the 
command for further use to control the digital input/output 
(I/O) pin. The digital I/O pins of Arduino UNO that used in 
this study are Pin 4, 5, 6, 7 that connected to Relay module 
1, 2, 3, and 4 respectively (see Figure 5).

Figure 5. The detail of the proposed method to overcome the lack of 
control from the Node MCU ESP32 to the relay module, caused by a gap 

of different voltages, by adding the Arduino UNO module.
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Figure 5  is the actual implementation of the study 
proposal from Figure 4. As shown in Figure 5, to give 
a command from Arduino UNO to the Relay module, 
the digital output pin number 4 from Arduino UNO is 
connected to the Relay 1 module. Digital output pin number 
5 is connected to Relay 2. The digital output pin number 6 
is connected to Relay 3 and the digital output pin number 7 
of the Arduino is connected to Relay 7.

The step-by-step experiment carried out will be 
discussed in this session. Where the experiment consists of 
4 steps. The first step is the installation of the hardware, the 
second step is the programming of the Node MCU ESP32, 
the third step is the programming of the Arduino module 
and the last or fourth step is an evaluation by doing the 
experiment of switching on and off the relay that was done 
by the Node MCU ESP32.

The first step is the stringing hardware process, which 
consists of making a hardware connection by soldering each 
pin Tx/Rx between the Node MCU ESP32 and Arduino 
UNO using the cable and soldering the digital output pin 
from Arduino to the relay module, also using a cable. The 
details of the wiring hardware can be seen in Figure 6. 

In the second step, a program displayed on Code 1 
is used to program the Node MCU ESP32. In Code 1 there 
are four different variables that have been used. These are 
Relay1, Relay2, Relay3, and Relay4. For example, when 
the process is initialized as doc[“relay1”] = 1, it 
means the Node MCU ESP32 will send the command to 
turn off the relay that will deliver to Arduino UNO. The 
ESP32 will send the command to turn on the relay module 
if the value set as 2, for example the program in Node 
MCU ESP32, the Arduino JSON form can be expressed as 
doc[“relay3”] = 2. The step on the Code 1, the 
SoftwareSerial.h library was used to configure the custom 
of serial pin hardware freely. 

#include <ArduinoJson.h>
#include <SoftwareSerial.h>

SoftwareSerial s(5, 4);

void setup() {
  s.begin(9600);
}

void loop() {
  StaticJsonDocument<255> doc;
  doc[“relay1”] = 1;
  doc[“relay2”] = 1;
  doc[“relay3”] = 2;
  doc[“relay4”] = 1;
  
  serializeJson(doc, s);
}

Code 1: The programs for Node MCU ESP32 that contained 
library ArduinoJson for wrapping or serializing of four 
different variables then sent to custom serial that declared 
on digital pin 5 for serial transmitter and digital pin 4 for 
serial receiver.

The third step was, after the programming of the 
Node MCU ESP32 using the source code shown in Code 1, 
the development of the Arduino UNO module was continued 

by programming using the source code shown in Code 2. 
For the Arduino UNO module, the Software was also used 
to custom initialize the new Rx/Tx pin configuration. The 
baud rate that was used for serial communication between 
Node MCU with Arduino was 9600.

The fourth step is to evaluate a way to give the 
command to switch on or off by programs statically on 
ESP32 and then measure the output result of Arduino UNO 
connected to the relay module.

#include <SoftwareSerial.h>
#include <ArduinoJson.h>
SoftwareSerial s(3, 2);
int relay1 = 4;
int relay2 = 5;
int relay3 = 6;
int relay4 = 7;
void setup() {
  s.begin(9600);
  pinMode(relay1, OUTPUT);
  pinMode(relay2, OUTPUT);
  pinMode(relay3, OUTPUT);
  pinMode(relay4, OUTPUT);

  digitalWrite(relay1, LOW);
  digitalWrite(relay2, LOW);
  digitalWrite(relay3, LOW);
  digitalWrite(relay4, LOW);
}
int relay_1 = 0;
int relay_2 = 0;
int relay_3 = 0;
int relay_4 = 0;

void loop() {
  StaticJsonDocument<255> doc;
  DeserializationError err = deserializeJson(doc, s);
  if (err == DeserializationError::Ok) {
    relay_1 = (int)doc[“relay1”];
    if(relay_1 == 1) digitalWrite(relay1, LOW);
    else if(relay_1 == 2) digitalWrite(relay1, HIGH);

    relay_2 = (int)doc[“relay2”];
    if(relay_2 == 1) digitalWrite(relay2, LOW);
    else if(relay_2 == 2) digitalWrite(relay2, HIGH);

    relay_3 = (int)doc[“relay3”];
    if(relay_3 == 1) digitalWrite(relay3, LOW);
    else if(relay_3 == 2) digitalWrite(relay3, HIGH);

    relay_4 = (int)doc[“relay4”];
    if(relay_4 == 1) digitalWrite(relay4, LOW);
    else if(relay_4 == 2) digitalWrite(relay4, HIGH);
  }
}

Code 2: The programs that implemented on Arduino 
UNO as a driver relay module.

Figure 6. The result of experimenting with a combined Node MCU 
ESP32 connected to an Arduino UNO and a 4 channel Relay module.
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III. RESULTS AND DISCUSSION

In this section, 5 different experiments were carried 
out to prove the result. The detailed result can be seen in 
Table I. The first experiment is to make relay module 1, 
relay module 2, relay module 3, and relay module 4, being 
inactive or turned off. It has been done by programming 
the Node MCU ESP32 to set all the key of Relay1, Relay2, 
Relay3, and Relay 4 set to 1 in JSON form. By using the 
command of “serializeJson(doc, s)” in Code 1, 
all commands will wrapped and stored in “doc” variable 
and distributed to custom serial pin configuration that 
initialized as “s” variable. The data in JSON format that is 
distributed by Node MCU ESP32 then received by Arduino 
UNO module. In the Arduino module then the deserialization 
process with purpose to get the value from key variables is 
carried out. If the value is 1 then the Arduino will execute 
the process of digital write zero to digital pin output. The 
result is the digital output pin will in zero-volt condition and 
will make the relay module not triggered, and as a result the 
relay module will not active or OFF. 

In Table I, the number of sequence experimental that 
denoted as 2, 3, and 4 is attempt to turned-on and turned-off 
the relay module by set the Relay’s key with integer number 

of 2. Sequence experiment number 5 in Table I will attempt 
to switch on all the relay modules by setting the All-relays 
keys to number 2. The reason why in experiment the integer 
number 1 was used to turned off command and number 
2 used to turn on instead of using number 0 to turned off 
and number 1 to turned on was there possibilities from the 
deserialize process in Arduino UNO could product the zero 
number. These conditions can make the false decision for 
the relay module which can result in the relay module not 
being stable, or experience turned on or off in irregular 
conditions. As a global result, 5 sequences of experimental 
can execute precisely to control when the relay must be 
turned on or off.

Although this study can control the relay module 
successfully, this study has disadvantages in communication 
where the command that is sent from the Node MCU ESP32 
to Arduino is still in only one way, and asynchronous. For 
future work, several machine-to-machine communication 
techniques like serial protocol interface (SPI), Inter-
Integrated Circuit (i2c), and or combination of serial 
communication with SPI or i2c can be implemented to make 
the connection between Node MCU ESP32 to Arduino 
UNO module. 

Table I. The experimental results of five trials to control turn-on and turn-off relay modules that begin by giving a command from Node MCU ESP32 that 
is encoded in JSON format and then transformed or encoded by Arduino UNO being a trigger command for the relay module to turn-on or off

Sequence 
Experimental

Node MCU ESP32
Command

Arduino UNO Module Relay Module

Digital
Pin 4

Digital
Pin 5

Digital
Pin 6

Digital
Pin 7

Relay 
1

Relay 
2

Relay
3

Relay
4

1

{
“Relay1” : 1,
“Relay2” : 1,
“Relay3” : 1,
“Relay4” : 1,

}

0 Volt 0 Volt 0 Volt 0 Volt OFF OFF OFF OFF

2

{
“Relay1” : 2,
“Relay2” : 1,
“Relay3” : 1,
“Relay4” : 1,

}

5 Volt 0 Volt 0 Volt 0 Volt ON OFF OFF OFF

3

{
“Relay1” : 2,
“Relay2” : 2,
“Relay3” : 1,
“Relay4” : 1,

}

5 Volt 5 Volt 0 Volt 0 Volt ON ON OFF OFF

4

{
“Relay1” : 2,
“Relay2” : 2,
“Relay3” : 2,
“Relay4” : 1,

}

5 Volt 5 Volt 5 Volt 0 Volt ON ON ON OFF

5

{
“Relay1” : 2,
“Relay2” : 2,
“Relay3” : 2,
“Relay4” : 2,

}

5 Volt 5 Volt 5 Volt 5 Volt ON ON ON ON
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IV. CONCLUSION

To overcome the weakness of Node MCU ESP32 
for controlling the relay module, which is caused by the 
difference gap that is too far between the digital output Node 
MCU that can only release a 3-volt maximum and the relay 
driver that requires the trigger input amount of 5 volts, the 
addition of Arduino UNO as an additional driver module 
proposed. The Node MCU ESP32 is connected to Arduino 
by using serial communication protocol. The Arduino JSON 
library was also involved to wrap and encode the command 
to turn on and turn off relay in Node MCU ESP32. Arduino 
UNO module plays a role to decode the incoming JSON 
data that delivered by Node MCU to be a command to 
activate the digital Arduino Pins to be digital output for 
trigger the relay module. As a result, the command from 
ESP32 can be maintained by Arduino UNO to be 5 volts to 
trigger the relay module.
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